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ABSTRACT

The COCO evaluation API is widely adopted to measure the performance of the object detection task.
In this report, a misleading bug is reported inside the COCO evaluation code. Using this bug, the
performance measured by the COCO evaluation API can be significantly improved but unfortunately
the actual detection task is far from solved. If the bug can be revised from the COCO evaluation code,
the competitions built on the evaluation metric can be fairer and the winning solutions can be more
convincing.
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1 Description of our submission

The submission file for the score of 0.439 is shown in Figure[I] The results of image 0 and image 1 are shown here and
the rest of images follow the same pattern: (1) each image has 10 bounding boxes, (2) each bounding box corresponds
to a different class from category id from 1 to 10, (3) each bounding box is [NaN, NaN, NaN, NaN] for its coordinates
and an arbitrary value for its score as long as it is in the range of O to 1.

It should be noted that the 0.439 is not the highest score this kind of pattern can reach. In the 0.439 submission, only
category from 1 to 10 is assigned with bounding box, if all the categories, from 1 to 22 is assigned with bounding box,
the evaluation score can be as high as 0.97 (evaluated on the validation set locally and not submitted to the CodaLab
server).

The reasons for the high score are: (1) the COCO evaluation code |coc|treats the “[NaN, NaN, NaN, NaN]” as a valid
bounding box and when calculation of the intersection over union (IoU) is made with the ground truth bounding box,
the IoU always equals to 1 (with intersection and union equal to NaN, and NaN over NaN equals to 1), so the “[NaN,
NaN, NaN, NaN]” is a true positive prediction for any intersection over union from 0.5 to 0.95; (2) every image in the
Delft Bike dataset|Kayhan et al.|[2021]] has only one bike in it which makes the ground truth annotation is equipped
with at most one bounding box for each class in one image (the ratio of missing parts is not high). From our submission
on the CodaLab leaderboard, you can also find the AP at IoU=0.5 is the same as the AP at IoU=0.75 as shown in Figure
and this is because every bounding box we predict is either IloU=0 for missing parts or loU=1 for present parts in
each image. It is noticed by many people that the annotations for the Delft Bike dataset has certain noise, the bug
revealed in present work makes the submission totally avoids the noise.

2 How did we find this?

The bug in COCO evaluation code is found when finetuning the post process module of the object detector by accident.
By accidentally introducing a few NaN bounding boxes into the final detection result, the score of 0.321 is achieved as
shown in[3] Therefore only few bounding boxes from the 0.321 submission is NaN and the majority of other bounding
boxes are normal boxes. We did not realize this bug until we opened the submission file, carefully look through the file
and found the NaN value for few coordinates of bounding box. We still decide to submit the 0.439 submission to the
leaderboard because we want to raise the concern of this bug to the community and hope the evaluation code to be used
in the future will filter out the NaN value to avoid “accidental and unintentional performance improvement”.
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Figure 1: The submission file for score of 0.439 evaluated at the CodaLab server. Only results for image id 0 and image
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id 1 are shown here and the results for the rest of images follow the same pattern.
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(AP) @[ IoU=0.50:0.95 | area= all | maxDets=100 1 = 0.439
(AP) @[ IoU=0.50 | area= all | maxDets=100 ] = 0.439
(AP) @[ IoU=0.75 | area= all | maxDets=100 ] = 0.439
(AP) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = 0.335
(AP) @[ IoU=0.50:0.95 | area=medium | maxDets=100 1 = 0.417
(AP) @[ IoU=0.50:0.95 | area= large | maxDets=100 1 = 0.324
(AR) @[ IoU=0.50:0.95 | area= all | maxDets= 1 ] = 0.455
(AR) @[ IoU=0.50:0.95 | area= all | maxDets= 10 ] = 0.455
(AR) @[ IoU=0.50:0.95 | area= all | maxDets=100 ] = 0.455
(AR) @[ IoU=0.50:0.95 | area= small | maxDets=100 ] = 0.375
(AR) @[ IoU=0.50:0.95 | area=medium | maxDets=100 ] = 0.455
(AR) @[ IoU=0.50:0.95 | area= large | maxDets=100 ] = 0.455

Figure 2: The stdout download from the Codal.ab sever showing the AP at IoU=0.5 equals to AP at IoU=0.75.
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Figure 3: The scores of each submission from CodaLab server.
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3 Conclusion

In this report, a bug from the COCO evaluation code is revealed and the detailed analysis of the submission of the score
of 0.439 is carried out here. We hope to raise the concern to the community and to improve the evaluation code to filter
out NaN bounding boxes in future to make competition of object detection more convincing.
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